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Abstract
As the use of large language models (LLMs) expands rapidly,
so does the range of knowledge needed to supplement vari-
ous LLM queries. Thus, enabling modular and efficient in-
jection of new knowledge in LLM inference is critical. We
argue that compared to the more popular fine-tuning and in-
context learning, using KV caches as the medium of knowl-
edge could simultaneously improve the modularity of knowl-
edge injection and the efficiency of LLM serving with low
cost and fast response. To make it practical, we envision a
Knowledge Delivery Network (KDN), a new component in
LLM services that dynamically optimizes the storage, trans-
fer, and composition of KV cache across LLM engines and
other compute and storage resources. Just like content deliv-
ery networks (CDNs), such as Akamai, enabled the success
of the Internet ecosystem through their efficient data deliv-
ery, KDNs will be critical to the success of LLM applications
through their efficient knowledge delivery. An open-sourced
KDN prototype: https://github.com/LMCache/LMCache.

1 Background and Motivation
Traditionally, machine learning models, such as computer vi-
sion [22, 30, 31, 38] and image generation [20, 32, 37], learn
all the knowledge from the training data. However, with
the rapid usage growth of large language models (LLMs),
applications require the ability to inject external knowl-
edge, unseen in training, into LLM inference. For instance,
chatbots [1, 5, 16] and agent systems use the chatting histo-
ries as supplementary knowledge to generate personalized
responses; enterprises use LLM agents to answer queries
based on their internal databases, as new knowledge, using
retrieval-augmented generation (RAG) [14, 25, 27, 28, 39];
and searching engines use LLM to read fresh and relevant
web data from the internet for each user query [2, 6, 10].

Not only is providing more external knowledge among
the most efficient ways to boost LLM quality [17, 28, 39, 41],
but the requirements of knowledge injection also become
more complex and diverse. For instance, in enterprise set-
tings, data scientists and application operators often demand
the flexibility that allows them to directly specify which doc-
uments (or which parts of a document) should or should
not be used as the context to answer a given query [4, 9].
Moreover, as new data is being constantly collected [3, 8],
the knowledge-injection method must be efficient enough
to keep up with the rapidly evolving pool of knowledge.
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Thus, the key question is “how to design and implement a
system to inject knowledge to LLMs?”

Three knowledge-injectionmethods exist. In-context learn-
ing and fine-tuning are the two popular options employed
by knowledge-augmented generation. Fine-tuning retrains
an LLM on a new dataset using a set of labeled knowledge
to update all or parts of the model’s parameters. Unlike fine-
tuning, in-context learning leverages the existing capabilities
of the model to interpret and respond to new information,
without altering the model’s parameters. Yet, compared to
using a fine-tuning model, in-context learning has much
higher run-time computation overhead as it has to process
a much longer input (i.e., the prefill step), before the model
can generate the first token.
An alternative, which we refer to as KV-cache learning,

is to let the LLM pre-compute the KV cache1 of the new-
knowledge text so that when the same knowledge is needed
to supplement another LLM query, the KV cache can be di-
rectly used by LLM. This way, LLMs can directly generate the
response as fast as the fine-tuned model, without the extra
computation overhead to prefill the text of the knowledge
as in-context learning. However, KV-cache learning, with a
straightforward implementation, will suffer from the large
size of the KV caches.
Most research in the machine-learning communities has

primarily focused on the generation quality of different
knowledge-injection methods, in F1 score and accuracy [15,
29, 35]. Studies have shown that both in-context learning
and fine-tuning can achieve high text-generation quality
if they are configured appropriately by machine-learning
engineers [11, 21, 44]. However, less is known about the
tradeoffs of these methods presented to system engineers
who implement and maintain the LLM infrastructure for
knowledge-augmented LLM applications.
This paper sheds light on these methods from a system

architecture’s2 perspective (Figure 1). Specifically, we make
two key arguments:
• Existing knowledge-injection methods—in-context learning,
fine-tuning, and KV-cache learning—mainly differ in the
tradeoffs between their modularity (ease of adding new
knowledge and flexibility to specify injected knowledge) and
efficiency (in per-query cost and response delay). (§2)

• Compared to in-context learning and fine-tuning, KV-cache
learning could improve both modularity and efficiency,

1KV cache is the intermediate state when LLM prefill on a text [33, 34, 40],
which represents the LLM’s understanding of the knowledge.
2Architecture refers to the interface between the modules, and we leave the
refinement of implementation to future work.
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Figure 1. Knowledge-injection methods make trade-offs be-
tweenmodularity and efficiency. With Knowledge Delivery
Networks (KDNs), KV-cache learning can improve on both di-
mensions compared to in-context learning and fine-tuning.

if a new system component, called knowledge-delivery
network (KDN), optimizes the management of KV caches
by harnessing several emerging research efforts. (§3.2)
At a high level, a KDN serves as a backend of LLM-processed

knowledge (i.e., KV caches), which can be a part of an LLM-
serving system or shared across multiple LLM-serving sys-
tems. Unlike the existing LLM-serving systems [23, 26, 46],
which deeply couple KV caches with LLM engines (i.e., bind-
ing KV caches with GPUs and managing KV caches inside
inferencing), KDNs call for a clean separation between KV-
cache management and LLM serving engines, for better mod-
ularity and efficiency.

We will outline the key components of a KDN, including a
storage pool of KV caches that leverages KV-cache compres-
sion, a fast KV-cache streaming system to transfer KV caches
between LLM serving engines, and a KV-cache blender mod-
ule that dynamically puts together multiple pieces of knowl-
edge stored in modularized KV caches. Using a prototype of
KDN, we will show that some emerging research efforts have
already provided preliminary techniques, which together can
make highly efficient KDNs a reality.

2 LLM Knowledge-Injection From A System
Perspective

Knowledge-augmented generation, particularly, fine-tuning
and in-context learning, is well-studied in the AI literature.

Fine-tuning embeds a corpus of texts in the LLM’s weights,
so the fine-tuned model can directly respond to a user query
with a low response delay. However, as the entire corpus of
texts must be embedded in the model together, fine-tuning
lacks the flexibility to add new knowledge and specify what
knowledge should or should not be used.
In-context learning is the opposite of fine-tuning, as it

allows the operators to specify which external knowledge
should be used easily by putting the texts to the LLM’s in-
put. However, the compute overhead of prefilling will grow
superlinearly with the input length, causing a long response
delay when more external data is added to the input.

2.1 The Efficiency-Modularity Tradeoff
Both methods can achieve similar text-generation quality if
used in the right way [11, 21, 44]. Instead of viewing these op-
tions only in terms of accuracy (i.e., through the ML perspec-
tive), we compare the knowledge-injection methods along

the following two system-centric metrics:modularity and
efficiency.
Modularity: In the context of knowledge-augmented LLM,
the modularity of a method includes two aspects. First, a
modular approach should allow service providers to specify
which knowledge to use and compose them easily. Second,
the overhead (e.g., time, cost) of injecting new knowledge
into the LLM should be minimized.

In-context learning puts the new knowledge in themodel’s
input, rather than the model itself. The separation of knowl-
edge andmodel serves as the key tomodularity—LLM service
providers can specify which knowledge to use and easily
compose different pieces of knowledge, which helps the LLM
to avoid conflicting knowledge and improve the generation
quality. In contrast, fine-tuning has poor modularity. Users
cannot specify which knowledge in the fine-tuned model
would be used to generate the answer. Moreover, fine-tuning
needs to happen for every new knowledge and model, which
may take hours to days to complete.
Efficiency: On the other hand, the efficiency of a knowledge-
augmented LLM system is measured by per-query cost and
response delay during LLM inference. Cost is the computa-
tion used for the LLM to handle a request, and response delay
is defined as the time between the LLM receiving the request
and the generation of the first token. Viewed through this
lens, in-context learning is not ideal, because when using
in-context learning, LLMs must spend a long time prefilling
input text with the knowledge before generating the first
token. In contrast, fine-tuning is better in terms of efficiency.
Because the knowledge is embedded in the model’s weights,
the fine-tuned model can skip the long prefill.
In short, in-context learning is more modular but sacri-

fices efficiency, while fine-tuning, though achieving better
efficiency, suffers from the overhead of incorporating and
controlling the knowledge due to poor modularity.

2.2 KV-Cache Learning
Alternatively, KV cache learning stores the knowledge in
LLM-generated KV cache, and injects knowledge by feeding
the KV cache to the LLM, without modifying the model. A
KV cache stores the knowledge in the form of the attention
state generated by the model after it processes the text, so
the KV cache, once generated, can be reused by the LLM
to skip prefilling if the subsequent requests use the same
context. When many queries reuse the same context, reusing
its KV cache could reduce the per-query delay and compute
usage, while still preserving the modularity as in-context
learning. The idea of KV-cache learning has gained increasing
attention in LLM services (e.g., [7, 36, 46]).
Why storing knowledge in KV caches pays off? On the
surface, the use of KV caches may seem merely a space-time
tradeoff (trading KV cache storage space for shorter prefill),
but the tradeoff is favorable for two reasons:
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Figure 2. Architecture of a Knowledge Delivery Network (KDN).

• KV caches are reused a lot. Many contexts, especially long
contexts, are frequently reused by different queries and
different users. This can be viewed as the LLM’s version
of the Pareto’s rule: an LLM, like human, uses 20% of the
knowledge for 80% of the time, which means knowledge
is frequently reused. Just consider that if a user asks the
LLM to read a book, it is unlikely that they will only ask
one book-related question.

• The size of KV caches increases slower than prefill delay.
As the context increases, the KV cache size grows lin-
early whereas the prefill delay grows superlinearly. And
as the LLM gets bigger, more compute will happen at the
feedforward layers which do not affect the KV cache size.

3 Knowledge Delivery Networks for
Efficient Knowledge Injection

Limitations of Existing KV-Cache Systems: Despite the
promise, existing KV-caching learning systems still have
some technical limitations.
• Limited storage for KV caches: Currently, many serving
engines only use the GPU/CPU memory locally accessible
by an individual LLM instance to store KV caches. Such
local-memory-only storage greatly limits the amount of
KV caches that are stored and reused. For instance, a CPU
memory of 64 GB can only store the KV cache of 160K
tokens (two pdf reports) for a small-size LLM (Llama-
34B). However, expanding the storage of KV caches to
disk or remote servers would significantly constrain the
bandwidth for loading the KV caches into GPU memory.

• Prefix-only reusing: To reuse the KV cache, most systems
require that the text of the KV cache must be the prefix of
the LLM input. Even though reusing the KV cache of the
prefix is naturally supported by LLMs, this assumption
of “sharing prefix only” severely limits its use cases. For
instance, retrieval-augmented generation (RAG) concate-
nates multiple retrieved text chunks in the LLM input, so
most reused texts will not be the prefix.

• Degraded quality with long contexts: Finally, as more texts
are added to the input as LLM’s context (i.e., long context),
the LLM’s capability to capture important information

might degrade, lowering the inference quality. Thus, when
the KV caches are reused by more queries repeatedly, the
degraded quality will also affect more queries.

3.1 Knowledge Delivery Architecture
At first glance, these challenges facing prior KV-cache-based
systems may look disparate. Yet, our insight is that they
share a common need—a separate KV-cache management
system, which dynamically compresses, composes, and
modifies KV caches to optimize the storage and delivery
of KV caches and the LLM inference based on KV caches.
We refer to such a system as aKnowledge Delivery Network
(KDN). As depicted in Figure 2, the envisioned architecture
of a KDN consists of three main modules:
• The storagemodule stores the KV caches keyed by various
texts and offline modifies the KV cache content such that
the inference qualitywill be improvedwhen the KV caches
are fed to the LLM.

• The delivery module transmits the compressed KV caches
from the storage device to the server running the LLM
and decompresses them in GPU to be used by the LLM
serving engine.

• The blending module dynamically composes multiple KV
caches corresponding to different texts when these texts
are put together in the context of an LLM query.
The existing LLM-serving systems [23, 26, 46] deeply cou-

ple KV caches with LLM engines. In contrast, the concept
of KDN is to separate the management of KV caches and
the LLM serving engines. Such separation will enable in-
novations on the storage, sharing, and use of KV caches,
without needing to be deeply coupled with the fast-evolving
LLM serving engines. By implementing these optimizations
separately, a KDN serves as a critical new system module
for LLM-serving ecosystems. It enables the decoupling of
KV-cache management from LLM serving engines, which
allows LLM serving engines to focus on fast query-driven
inference, while the KDN can focus on the KV-cache-related
optimizations independently.

3.2 Technical Roadmap
The architecture of KDN itself does not directly address the
challenges associated with KV caches; it merely breaks a



Modularity Efficiency
Time to inject new knowledge Inference cost ($) per request Response delay (s) per request

Fine-tuning 10 hours 0.0052 2.63
In-context learning 0 0.0149 10.91

KV-cache learning w/ KDN 0.25 hours 0.0059 2.97

Table 1. Comparison between different knowledge-injection methods under a RAG setup. With KDN, KV-cache learning is 40×
faster when incorporating new knowledge than fine-tuning, and achieves 3.7× faster and 2.5× cheaper during inference compared
to in-context learning.

potential solution into three modules. Fortunately, we ob-
serve that emerging research efforts could lead to a sufficient
design for each module, thus making KDN practical.
KV-cache delivery: The recent KV cache compression
techniques make it possible to cheaply store and quickly
load KV caches outside GPU and CPU memory. For instance,
CacheGen [33] compresses the KV cache by quantizing and
then encoding it into binary strings. LLMLingua [24] in-
troduces a smaller language model to identify and remove
non-essential tokens in the knowledge’s text, thus reducing
the size of the corresponding KV cache. H2O [45] directly re-
moves elements in the KV cache based on their importance
calculated during the inference. By combining the above
techniques, the memory footprint of the KV cache can be
reduced by over 10×, drastically improving the loading speed
and the storage cost of the KV cache.
KV-cache blending: Some recent works also improve the
composability of the KV caches. CacheBlend [40], for in-
stance, enables arbitrarily composing different KV caches by
recomputing the cross-attention between KV caches, where
the recomputation only needs 10% computation of prefilling
the full text. PromptCache [19] lets users define a prompt
template with different segments, which allows each seg-
ment’s KV cache to be reused at different positions rather
than prefix-only.
Offline KV-cache editing: By separating KV-cache man-
agement from the LLM-serving engines, KDNs open up new
possibilities to improve inference quality. Recent works have
shown that if the attention matrix of an LLM input is ap-
propriately modified, the inference quality can significantly
improve [13, 42]. In other words, when a KV cache is “de-
posited” to KDN, KDN not only stores it but also can actively
influence the LLM inference quality by offline editing the KV
cache and returning the edited KV cache when it is retrieved
next time, all of which is done without any change to the
model itself or the input prompt.
Interface with LLM serving engines: Currently, most
LLM serving engines, such as vLLM [26], HuggingFace TGI [23],
and SGLang [46], do not readily support the injection of ex-
ternally provided KV caches as part of the LLM input. Instead,
their internal implementation KV-cache management (e.g.,
paged memory in vLLM) is deeply cobbled with the model
inference implementation. One way to deploy KDN is to
augment each LLM engine with a KDN as submodule of the

LLM engine. However, as elaborated in §3.2, developing a
performant KDN is a substantial undertaking, so it will cause
much redundant engineering effort if each LLM engine main-
tains and evolves its KDNs. To avoid reinventing the wheel,
the LLM serving engines could interface with a separate,
shared KDN provider, via two APIs: (i) the LLM stores the
KV cache with the associated text to KDN, and (ii) the LLM
retrieves the KV cache from KDN using some text. Exposing
these APIs is feasible, given most popular LLM engines are
open-source. Still, several design questions remain. How to
leverage heterogeneous links, such as NVLink, RDMA, or
PCIe, to transfer KV caches? Can the APIs be shared with
other LLM functions, like disaggregated prefilling?
Early promise: Based on these techniques, we implemented
LMCache (https://github.com/LMCache/LMCache), a proto-
type of KDN. We compare the modularity and efficiency of
KV-cache learning with KDN to fine-tuning and in-context
learning under a RAG use case with the following setup:
• Total size of knowledge (in text): 2 million tokens.
• Each request: 8K tokens knowledge plus 2K tokens user
chatting history3.

• Language model: Llama 3.1 70B [18].
• Hardware: 2 Nvidia A40 GPUs.
Modularity is measured by the time4 of injecting the knowl-
edge base into LLM, and efficiency is measured by inference
cost5 and response delay per request. Table 1 shows that
with the KDN, KV-cache learning can be 40× faster than fine-
tuning when injecting new knowledge, and it also achieves
3.7× cheaper and 2.5× faster during inference time compared
to in-context learning.

4 Conclusion
In short, this paper makes a case for (1) the separation be-
tween the management of knowledge, in the form of KV
caches, and LLM serving engines, and (2) a Knowledge-
Delivery Network (KDN) as a new LLM system component
that harnesses recent research development to optimize the
efficiency (in speed and cost) of KV-cache-based knowledge
injection. We hope this paper can inspire more research to
tackle the aforementioned problems.

3We assume the chatting history cannot be pre-learned by fine-tuning.
4The time for fine-tuning the model is estimated from Llama-Adapter [43].
5The inference cost is calculated based on the AWS cloud price [12].

https://github.com/LMCache/LMCache
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